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Abstract

This paper reflects on the first semester of teaching an introductory computing course using a non-traditional approach. For several years’ the institution offered two computing courses, introduction to computing and introductory programming to first year students from a variety of degree programmes. In 2014, due to a qualification reform, a new computing course (computing fundamentals) was introduced as the only first year computing course. There were 55 students in this class of whom the majority (84%) were non-computing majors. To ensure that students are still getting the IT skill required for their degrees, we developed a curriculum that combines topics on data management and programming. We have taught this course for a semester. At the beginning of the semester, students were given a pre-course questionnaire which included self-rating of knowledge and also some skill questions related to the material to be covered in the new course. At the end of the semester, we compared the results from the skill questions with the results of the final examination. There was overall improvement in both spreadsheet and the programming knowledge. The final results indicated that students were more likely to struggle with the programming component than they were the spreadsheet component. The average final mark for the spreadsheet component was 70% whereas the average final mark for the programming was only 16%. Students failed to make a connection between these two areas and did not relate the creation of complex spreadsheet formula to writing simple expressions in a programming environment. Although, our study indicated that students were struggling with the programming, they seemed to be more receptive to learning programming using an interactive environment rather than the traditional code writing environment.
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1. Introduction

There has, recently, been a perception that it is unnecessary to teach any form of introductory computing to first year undergraduate students as they are considered to be much more computer literate than previously (Grant, Malloy & Murphy, 2009). However, studies have found that these perceptions are not always accurate (Grenci, 2013). Increasingly students are being exposed to a digital environment at younger ages than in the past. They have access to computers at home and at school. The majority of them possess smart phones, tablets and other digital technology devices. Students appear to be at ease in a rapidly changing environment, and embracing technology and its associated quickening of life (McLennan & Gibbs, 2008). Research has shown students to be more adept at using internet resources such as social networking for communication, however this does not equate to them having have good skills in basic calculations or the management and manipulation of data (Kline & Strickland, 2004; Bartholomew, 2004; Hoffman & Vance, 2005; McLennan & Gibbs, 2008; Dyer, MacKinnon, Han & Elder, 2013).

Generally, introductory computing courses at university level are those courses which teach digital literacy. These courses are often organised by the level of knowledge it is expected new students will bring with them as well as what it is deemed necessary for students finishing an introductory course should need to know. Introductory level computing courses at universities often are found in the Computer Science or Information Technology department and are concerned with the teaching of programming languages to students heading toward a career in Information Technology. However institutions may offer some kind of introductory digital literacy course, without credit, for incoming students as a way of ensuring that students are familiar with the computing environment in which they will study. Students in traditional IT courses are seldom from disciplines other than those associated with Information Technology, partly this may be due to the commonly assumption that computer programming is complex and hard to learn (Mason & Cooper, 2014).

This new course, developed, necessary due to an institution wide qualification-structuring, is a combination of an introductory spreadsheet, introductory programming and technology social issues. The course was delivered to first year students from a range of degrees for the first time in 2014.

Prior to the qualification restructuring, students were able to take two courses, Comp101, compulsory for many students teaching IT literacy, data management, WEB and social issues. Comp102, compulsory for computing students, teaching an introduction to programming. Higher level computing courses required one or both of these courses as prerequisites. Comp111, the new course, was developed from a drive to reduce to research the number of courses offered and provide a streamline pathway to higher level courses. The course was designed to cover 45% data management, 45% introductory programming and 10% social issues. Data management topics were delivered first and included spreadsheet and decision making formulas. It was anticipated that learning about decision making formulas including IF’s would allow students to transfer knowledge to the programmatic material. The programming module used Scratch to introduced concepts and then got students to further develop their skills using Visual Basic.NET. The initial cohort of students enrolled in February 2014, in total 55 students, 36 males and 19 females, ranging in age from 17 to 49 years.

We describe an investigation to ascertain if the new course imparts the necessary IT knowledge required for academic study (Section 3). The result of the investigation were analysed (Section 4) to identify shortcomings and course revisions required. Our overall thoughts and changes for the future are then discussed (Section 5). In order to set the scene for our computing course we first discuss previous work on teaching introductory computing.

2. Literature Review

Introductory computing courses usually teach material concerned with digital literacy. These courses are often bound by the demands and requirements of non-computing departments in an institution who have expectations of student outcomes. In a review of such courses Dyer et al., (2013) reports that the educational implications of the student’s background in computing are not inconsequential. They say that the confidence and familiarity students enter the classroom with, have an impact on the instructor and the material chosen for teaching. Likewise, they say that students’ level of confidence using technology is likely to influence the instructor’s expectations for course
outcomes. They found that on entering the course, student’s claimed knowledge of basic computer concepts and terminology as well as online use, however, more than half of their students were incapable of answering questions about basic computing.

Dixon (2013) warns that although it is acceptable to assume that incoming students will have had exposure to modern technology, it is wrong to assume that they will have all the necessary IT skills necessary to complete their studies and to progress into the workplace. Dixon recommended that instead of just assuming skill level it would be more prudent for institutions to adopt a model of pre-testing so as to ensure that skills being taught were at an appropriate level.

Often the assumptions of ability are enhanced by the student’s level of confidence and self-perception of skill and knowledge. Students entering university from high school generally have a high perception of their own computer knowledge and competency (McLennan & Gibbs, 2008; van Braak, 2004; Ballantine, Larres, & Oyelere, 2007). Frequently these perceptions do not correlate with actual knowledge and competence (Grant et al., 2009). Students typically over-estimate their ability. These perceptions or self-ratings have been found in previous studies to be inaccurate, yet this method is still one which is used as a method of assessment (Easton & Easton, 2004; Ballantine et al., 2007; Karsten & Roth, 1998; Wallace & Clariana, 2005).

The teaching of computer programming has long been seen as a challenge, complicated by low pass rates and a multitude of languages to choose from (Rountree, Rountree, Robins & Hannah, 2004). In reporting on the factors influencing the uptake of IT study, Kori, Atlin, Pedaste, Palts and Tonisson (2014) say that although there are many opportunities in this field the retention rate in many courses is low. They say that this is influenced, in part, by the mathematics requirement embedded in many IT qualifications. They also suggested another reason for low uptake in these courses and a possible reason for low retentions rates was that incoming students have had high exposure to technology. This exposure may mean that their confidence levels are at a point where they either do not consider they need any more computing education or they are surprised by their lack of knowledge in an area they considered easy.

Forte & Guzdial (2003) examined the fail grades and withdrawal rates of students in an introductory computing course. These students were from three different study backgrounds, computing, engineering and communication. They found that those in courses tailored for their disciplines were more likely to complete the course than those in less tailored courses.

Another reason that students fail to prosper in first year programming courses, according to Garner (2009) is the cognitive load they experience, especially those with no exposure to writing computer programs. Garner successfully attempted to address this issue by using the language Scratch to teach novices. Scratch is a drag and drop language where students are not initially overwhelmed with a lot of new terms and processes. Instead the idea of languages such as Scratch is that students learn concepts before they interact directly with the language. Although Scratch was primarily designed for younger programmers (8 – 16 years) it is and has been used in University programs as an introduction to programming. In the new course described in this paper Scratch was used as the initial introduction to computer programming.

3. Research Method

Data for this were collected from three different sources.

1. A pre-course questionnaire to establish the baseline of students perceptions of knowledge and actual knowledge
2. Final exam marks were evaluated to see change in actual knowledge.
3. Course evaluation to see student perception of the course.

3.1. Pre-course questionnaire

Quantitative data were gathered using a questionnaire instrument administered, in the first week of Semester 1, to COMP111 in 2014. Prior to the commencement of this course, we distributed a pre-course survey to determine the students’ skill set, to get some idea of their computing background as well as to get them to self-rate themselves in
terms of computing knowledge (in particular data management and programming). We compare this result with the students’ performance in the final exam as well as the course evaluation conducted at the end of the semester.

The questionnaire collected information about students’ genders, schooling including previous computing education, and current computer usage. The questionnaire also asked respondents to rate their knowledge in computing, spreadsheet and programming and their confidence in using computers. These ratings were given on a 5 point Likert type scale where 1 equated to absolute beginner and 5 to expert. The method of self-rating is frequently used to estimate a person’s computer ability. It is used in situations such as job applications where an employer might take the word of the candidate, rather than test them. While self-rating is common it has been found not to be accurate (Easton & Easton, 2004; Ballantine et al., 2007; McLennan & Gibbs, 2008; Wallace & Clariana, 2005). Often it is found that those who have a lower level of knowledge are the ones who are most likely to give themselves a higher rating (Ballantine et al., 2007).

Three knowledge based questions were included to give an estimate of students’ competencies in using a spreadsheet. There was one similar knowledge based programming question. The programming question, required the students to understand an IF expression and apply the same logic similar to a question in the spreadsheet section. Computer competency has been defined in several different ways (see for example Yoon & Lee, 2007). In this study the authors use the term competency to mean having knowledge and capability to complete specified spreadsheet or programming tasks. The number of correct answer for these questions was also calculated.

3.2. Final Examination

Results from the end of semester exam were also scrutinised. Student marks were divided into three sections, spreadsheets (45%), programming (45%) and social issues (10%). In this paper we are focusing on the spreadsheet and the programming and not the social issues as this section only contributed 10% to the final mark.

3.3. Course Evaluation

An online evaluation was conducted for the new course near the end of the semester. Student perceptions from these evaluations were taken into account in the final analysis of this course.

4. Results and Discussion

In the section that follows, we present the results from the pre-course questionnaire and discuss these along with our analysis of the final exam marks.

There were 55 students in this course with 38 questionnaires returned giving a response rate of 70% The non-computing students made up 84% (n = 31) of this population. The age range of respondents was 17 – 49 (m = 23.3, sd = 7.3), there were 14 female respondents and 24 male respondents.

Examination of the data returned from the self-rating question on computer knowledge (Fig. 1) showed that none of the respondents rated themselves as either being an expert or an absolute beginner. In general, respondents indicated that they considered their knowledge to be at an average level (m = 3.10, sd = .62). The majority (84%) of respondents rated themselves as having average knowledge or pretty knowledgeable about computers.
As the domain of computing is very broad, the question may have been ambiguous to some. When we compare these results to the results of question two (Fig. 2), (What computer devices do you own or have regular access to?), we could draw the conclusion that the respondents have based their estimation of their knowledge on their usage of technology. We can see that the majority of respondents have both a smartphone and a laptop and some also have access to a desktop computer or a tablet.
Confidence using computers often increases as use of such technology increases (McLennan & Gibbs, 2008). We can see that the majority of respondents (90%) rated their level of confidence using computers as average or greater (M = 3.4, sd = 0.82) (Fig. 3). This rating may be related to the high incidence of device ownership and use as shown in Fig. 2 and also to regular use of the Internet and all it has to offer.

When asked how they spent their computer time, the results pointed toward a high usage of the Internet in some way. The result, shown in Fig. 4, confirm that the majority of interaction with technology involves some type of connectivity and often relating to some type of social interaction.

Aside from the general computer knowledge and confidence questions, respondents were also asked to self-rate their spreadsheet knowledge. Generally, respondents rated their knowledge using spreadsheets as between having some knowledge to having average knowledge (M = 2.7, sd = 0.9). These results are shown in Fig. 5 in which 63% of respondents have average knowledge or more in spreadsheet. There was a weak (r = 0.51) correlation between respondents self-rating of computing knowledge and spreadsheet knowledge (Fig. 5).
As expected the majority (89%) of respondents rated their computer knowledge the same or greater than their spreadsheet knowledge. Many of these respondents would have used spreadsheets already in their education, so are likely to feel comfortable with this application. However, only 45% of respondents were able to correctly answer a simple Excel SUM question. This kind of result is not uncommon given that self-assessments are often higher than actual results (Ballantine et al., 2007). The respondents in this paper are first year university students and it may be unrealistic to expect them to be able to accurately estimate their level of knowledge. Gibbs, Steel and McKinnon (2014) found that people regularly using spreadsheets in the workplace were also unable to accurately estimate their skill level and that even a simple sum calculation was outside the skill level of some in their study. The results for the spreadsheet skill questions are shown in Fig. 6.
Although there was no significant correlation between a respondent’s self-rated spreadsheet knowledge and the number of spreadsheet tasks they got correct in the pre-course questionnaire ($r = 0.41$). The results of the spreadsheet section of the final exam were pleasing with a class average of 70%. When we compare these results with the average of the spreadsheet questions from the questionnaire (21%) we can see an overall improvement in spreadsheet knowledge. This is substantial in that there has been an average improvement in spreadsheet knowledge of about 50%. This might mean that students, who have used an application before, respond well in a guided learning environment where they can use what they already know and extend these skills further.

Respondents were also asked to self-rate their programming knowledge. These results are shown in Fig. 7. As expected, 26% of the respondents rated themselves as having average knowledge or higher in programming. Respondents were asked if they were aware that there were a number of different languages available to write computer programs. 70% were aware of different languages. This result supports the response from the self-rating of programming knowledge in which 60% of respondents have some awareness of computer programming (Fig. 7).

Although 84% respondents to the questionnaire indicated that they had heard of computer programming most of them (82%) had no prior experience in programming. Given that the majority (84%) of the class were non-computing students the class average for the programming section of the final was only 16%. Respondents were asked just one knowledge section in this section of the questionnaire. This question required them to understand the logic of an IF expression. This was the same logic used in the IF formula question in the spreadsheet section. The results for this programming question were poor with only 3 respondents (8%) knowing the correct answer. This result is not a lot different from the same question in the spreadsheet section. This suggests that respondents did not understand the decision making logic regardless of if the expression was presented as a spreadsheet formula or a statement in computer code.

As mentioned, we began the programming part of the course by using the Scratch programming environment. Scratch is a drag and drop application that allows students to learn by experience rather than confusing them with the syntax and semantics of a language. Students seemed to enjoy using Scratch and the results from the scratch question in the final exam supports this with a class average of 46%. The results from the programming part of the course, both the scratch and the VB sections, suggest that non-computing students more receptive to a more interactive environment such as Scratch where it is not necessary to remember a lot of syntax to write code. These
results clearly support the findings of Garner (2009) in that with Scratch students are not distracted by learning and remembering syntax and are almost learning by playing.

When we look at a comparison of mark distribution for final results we see that most of the students received a mark between 6 and 15 for the programming section. This is not uncommon in introductory programming where often the result is an inverse normal distribution, with students either knowing or not knowing the material (Rountree et al., 2004).

The marks distribution for the spreadsheet questions shows that students did better in this section of the course than they did in the programming section. There was significant correlation ($r = 0.60$) between the spreadsheet and the programming results in that the strong students did well in both sections just as the weak students did not perform in either. This is shown in Fig. 8.

![Fig. 8. Distribution of final marks for spreadsheet and programming components of the course](image)

We can say that the students seems to find learning spreadsheets to be easier than they do programming. What is surprising is that the students do not seem to see the link between writing quite complex spreadsheet formulae and writing simple expressions in a computer language. This finding suggests that there is a need for us to bridge this gap and to come up with creative ways to make students realise that when they write an IF expression in a spreadsheet, for example, the formation of the selection logic is similar in programming.

Students also seemed more comfortable with Scratch as a programming language rather Visual Basic.Net. Unfortunately, during the delivery of the course, students only had one lab session using Scratch as opposed to four lab sessions in Visual Basic. We also had two hours lectures of Scratch and ten hours of Visual Basic lectures. This seems to indicate that perhaps there is a need to revise the programing module of the course and put more emphasis on Scratch.

The course evaluation supports our findings in that majority of the students seemed to think that writing program is hard and that they have difficulty familiarising themselves with the Visual Studio environment.

5. Conclusion and Future Work

Overall, the delivery of this new course went well. The exam results were not dissimilar to the previous two courses this one replaced. The student retention throughout the semester was good at 95%. Of the 55 students who enrolled in the course 53 sat the final exam. Often in introductory programming the attrition rate is higher, for example in the previous programming courses attrition rate was 14%, and in this course it was 5%.
The results from the questionnaire show that a student’s perception of their computer knowledge may be greater than the reality. However, when we compared the results from the skill questions on the questionnaire to results from similar exam questions we see a marked improvement in skill and knowledge. There was a 50% overall improvement in the spreadsheet section of the final exam compared to the spreadsheet knowledge questions in the pre-course questionnaire. Although the average mark for programming section of the final exam was lower than the spreadsheet section it was higher than the result from the programming knowledge question in the pre-course questionnaire. However we have found that students seem to have more affinity for working in a drag and drop type environment such as Scratch as opposed to actually writing computer code.

Our experience this year has led us into thinking about how we can link the teaching of spreadsheets with the teaching of computer programming in such a way that students are able to see the similarities of both of these skill sets. If we can successfully convince students of the relationship between what they see as unrelated skills we believe that we will see a marked improvement in the programming section of the course.

This year we had only a minimal amount of exposure to the Scratch language before moving into a more traditional programming environment. In the future we will extend the time spent using Scratch in order to expose students to more of the programming concepts such as IF statements and Loops before moving into a traditional language.

References


Kline, D., & Strickland, T. ( Skill Level Assessment and Multi-Section Standardization for an Introductory Microcomputer Applications Course. *Issues in Information Systems, V*(2), 572-578.


